***Trapping Rain Water***

Given an array of **N** non-negative integers **arr[]** representing an elevation map where the width of each bar is **1**, compute how much water it is able to trap after raining.

**Examples**:

***Input:****arr[] = {2, 0, 2}*  
***Output:****2*  
***Explanation:****The structure is like below.*  
*We can trap 2 units of water in the middle gap.*
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***Input:****arr[]   = {3, 0, 2, 0, 4}*  
***Output:****7*  
***Explanation:****Structure is like below.*  
*We can trap “3 units” of water between 3 and 2,*  
*“1 unit” on top of bar 2 and “3 units” between 2 and 4.*

*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtIAAAFCCAMAAADrOspGAAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAADbUExURUFBQQAAAP///+ny5LLQoZ3DiJzCh4KzZp3EibPRo+rz5dLkyZvChrnWr8/jzNXo1M7jy7nWrpvDh9XmzNPkyaLHj6DGjdTlyuny5Z3EiJvDhuvz5rPRorjVrrXTpc7jyp/FipzDiJzDh57Fic3jyp7FirnVrrjVrbbSpery5Oz056HHjtfnzprChbfVrdbnzdjoz5nCg5G9eZG8eZC7eJnChNro0cPdvZnBgrXTqrnVqoi3bvj79tro0rbUq9no0YCAgBQdEFd1R3qhZnyiZ3yjZ3ylZlRwRQgLBpbv90UAAAABYktHRAJmC3xkAAAAB3RJTUUH5AQcEzUHjHv37wAABwJJREFUeNrt3emOVVUUhdFbqCAqFIqCYIOoiH2DDSo22Pv+T6Q+gMVN1kmdmbnHeICdmcNHUj9usg6HE86D73w+DhcOJxegx4mk6SJpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSDrRU08/c/HS/7v47OXn9p6YS9KBnn/hytXTs1x78aXre4+MJek8L79y+mQ3bu49M5Wk47x664iiT09vv7b30FCSjvP6laOSfuPNvYeGknScW1ePSvrOW3sPDSXpOHePKvr09NbeQ0NJOs6lI5O+tPfQUJKOI+kZSceR9Iyk40h6RtJxJD0j6TiSnpF0HEnPSDqOpGckHUfSM5KOI+kZSceR9Iyk40h6RtJxJD0j6TiSnpF0HEnPSDqOpGckHUfSM5KOI+kZSceR9Iyk40h6RtJxJD0j6TiSnpF0HEnPSDqOpGckHUfSM5KOI+kZSceR9Iyk47x9ZNJ39x4aStJx3rl2VNHv3tt7aChJx7n83lFJ339/76GhJB3ngyOvAHy499BQks5z/aMjir7x8d4zU0k60M1P7t85++/oT29/tvfIWGsmnX5X8PMvHnx5xr6vHnz9zd6fMNeSSaffFUzfl23FpNPvCqbvC7dg0ul3BdP3pVsw6fS7gun70i2YdPpdwfR96RZMOv2uYPq+dAsmnf5Lt/R96SQdl0z6vnSSjksmfV86Scclk74vnaTjkknfl07Sccmk70sn6bhk0velk3RcMun70kk6Lpn0fekkHZdM+r50ko5LJn1fOknHJZO+L52k45JJ35dO0nHJpO9LJ+m4ZNL3pZN0XDLp+9JJOi6Z9H3pJB2XTPq+dJKOSyZ9XzpJxyWTvi+dpOOSSd+XTtJxyaTvSyfpuGTS96WTdFwy6fvSSToumfR96SQdl0z6vnSSjksmfV+6BZNOvyuYvi/dgkmn3xVM35duwaTT7wqm70u3YNLpdwXT96VbMOn4u4Lp+8KtmHT8XcH0fdmWTHrzu4Jb31F093BgyaS3viuY/t5aVkx667uC6e8tZsGkt74rmP7eahZMeuu7gunvrWbBpLe+K5j+3moWTHrru4Lp761mwaS3/qVb+nurkXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKekXRcgpKeWTDpre8Kpr+3mgWT3vquYPp7q1kw6a3vCqa/t5oFk976rmD6e6tZMOnN7wqmv7eYFZPe/K5g+ntrWTLpze8Kpr+3lCWTTr9T6O7hxIpJp98pdPdwZMGk0+8Uuns4s2DS6XcK3T2cWTDp9DuF7h7OLJh0+p1Cdw9nFkw6/Zdzfok3I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9I+m4BCU9s2DS6XcK3T2cWTDp9DuFR7738Nu9P2SoBZNOv1N45Hvffb/3hwy1YNLpdwqPfO/RD3t/yFALJh1/p/Co9+79uPdnTLVi0vF3Cp/43sOfHv2890eMVZT045Mav/z62+9n3D3848+//j7+scd7/8Ocs6Kk4T+SpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQpI2nKSJoykqaMpCkjacpImjKSpoykKSNpykiaMpKmjKQp82/ShxPOg+98Pg4XDnv/r4Jt/QPBSP9j3CgL+QAAAABJRU5ErkJggg==)*

***Input:****arr[] = {0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1}*  
***Output:****6*  
***Explanation:****The structure is like below.*  
*Trap “1 unit” between first 1 and 2, “4 units” between*  
*first 2 and 3 and “1 unit” between second last 1 and last 2*
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**Intuition:** The basic intuition of the problem is as follows:

* *An element of the array can store water if there are higher bars on the left and the right.*
* *The amount of water to be stored in every position can be found by finding the heights of bars on the left and right sides.*
* *The total amount of water stored is the summation of the water stored in each index.*

***For example****– Consider the array****arr[] = {3, 0, 2, 0, 4}****.*  
*Three units of water can be stored in two indexes 1 and 3, and one unit of water at index 2.*  
*Water stored in each index = 0 + 3 + 1 + 3 + 0 =****7***
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**Approach 1 (Brute Approach):** This approach is the **brute approach**. The idea is to:

*Traverse every array element and find the highest bars on the left and right sides. Take the smaller of two heights. The difference between the smaller height and the height of the current element is the amount of water that can be stored in this array element.*

Follow the steps mentioned below to implement the idea:

* Traverse the array from start to end:
  + For every element:
    - Traverse the array from start to that index and find the maximum height *(a)* and
    - Traverse the array from the current index to the end, and find the maximum height *(b)*.
* The amount of water that will be stored in this column is min(a,b) – array[i], add this value to the total amount of water stored
* Print the total amount of water stored.

Below is the implementation of the above approach.

C++Java

// Java code to implement of the approach

class GFG {

// Function to return the maximum

// water that can be stored

public static int maxWater(int[] arr, int n)

{

// To store the maximum water

// that can be stored

int res = 0;

// For every element of the array

// except first and last element

for (int i = 1; i < n - 1; i++) {

// Find maximum element on its left

int left = arr[i];

for (int j = 0; j < i; j++) {

left = Math.max(left, arr[j]);

}

// Find maximum element on its right

int right = arr[i];

for (int j = i + 1; j < n; j++) {

right = Math.max(right, arr[j]);

}

// Update maximum water value

res += Math.min(left, right) - arr[i];

}

return res;

}

// Driver code

public static void main(String[] args)

{

int[] arr = { 0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1 };

int n = arr.length;

System.out.print(maxWater(arr, n));

}

}

**Output**

6

**Complexity Analysis:**

* **Time Complexity:** O(N2). There are two nested loops traversing the array.
* **Space Complexity:** O(1). No extra space is required.

**Approach 2 (Precalculation):** This is an efficient solution based on the precalculation concept:

*In previous approach, for every element we needed to calculate the highest element on the left and on the right.*

*So, to reduce the time complexity:*

* *For every element we can precalculate and store the highest bar on the left and on the right (say stored in arrays****left[]****and****right[]****).*
* *Then iterate the array and use the precalculated values to find the amount of water stored in this index,*  
  *which is the same as (****min(left[i], right[i]) – arr[i]****)*

Follow the below illustration for a better understanding:

**Illustration:**

*Consider****arr[] = {3, 0, 2, 0, 4}***

*Therefore,****left[] = {3, 3, 3, 3, 4}****and****right[] = {4, 4, 4, 4, 4}***  
*Now consider iterating using****i****from 0 to end*

***For i = 0:***  
*=> left[0] = 3, right[0] = 4 and arr[0] = 3*  
*=> Water stored = min(left[0], right[0]) – arr[0] = min(3, 4) – 3 = 3 – 3 =****0***  
*=> Total = 0 + 0 =****0***

***For i = 1:***  
*=> left[1] = 3, right[1] = 4 and arr[1] = 0*  
*=> Water stored = min(left[1], right[1]) – arr[1] = min(3, 4) – 0 = 3 – 0 =****3***  
*=> Total = 0 + 3 =****3***

***For i = 2:***  
*=> left[2] = 3, right[2] = 4 and arr[2] = 2*  
*=> Water stored = min(left[2], right[2]) – arr[2] = min(3, 4) – 2 = 3 – 2 =****1***  
*=> Total = 3 + 1 =****4***

***For i = 3:***  
*=> left[3] = 3, right[3] = 4 and arr[3] = 0*  
*=> Water stored = min(left[3], right[3]) – arr[3] = min(3, 4) – 0 = 3 – 0 =****3***  
*=> Total = 4 + 3 =****7***

***For i = 4:***  
*=> left[4] = 4, right[4] = 4 and arr[4] = 4*  
*=> Water stored = min(left[4], right[4]) – arr[4] = min(4, 4) – 4 = 4 – 4 =****0***  
*=> Total = 7 + 0 =****7***

*So total rain water trapped =****7***

Follow the steps mentioned below to implement the approach:

* Create two arrays **left[]** and **right[]** of size **N**. Create a variable (say **max**) to store the maximum found till a certain index during traversal.
* Run one loop from start to end:
  + In each iteration update max and also assign **left[i] = max**.
* Run another loop from end to start:
  + In each iteration update max found till now and also assign **right[i] = max**.
* Traverse the array from start to end.
  + The amount of water that will be stored in this column is **min(left[i], right[i]) – array[i]**
  + Add this value to the total amount of water stored
* Print the total amount of water stored.

Below is the implementation of the above approach.

C++Java

// Java program to find maximum amount of water that can

// be trapped within given set of bars.

class Test {

static int arr[]

= new int[] { 0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1 };

// Method for maximum amount of water

static int findWater(int n)

{

// left[i] contains height of tallest bar to the

// left of i'th bar including itself

int left[] = new int[n];

// Right [i] contains height of tallest bar to

// the right of ith bar including itself

int right[] = new int[n];

// Initialize result

int water = 0;

// Fill left array

left[0] = arr[0];

for (int i = 1; i < n; i++)

left[i] = Math.max(left[i - 1], arr[i]);

// Fill right array

right[n - 1] = arr[n - 1];

for (int i = n - 2; i >= 0; i--)

right[i] = Math.max(right[i + 1], arr[i]);

// Calculate the accumulated water element by

// element consider the amount of water on i'th bar,

// the amount of water accumulated on this

// particular bar will be equal to min(left[i],

// right[i]) - arr[i] .

for (int i = 0; i < n; i++)

water += Math.min(left[i], right[i]) - arr[i];

return water;

}

// Driver method to test the above function

public static void main(String[] args)

{

System.out.println(findWater(arr.length));

}

}

**Output**

6

**Complexity Analysis:**

* **Time Complexity:** O(N). Only one traversal of the array is needed, So time Complexity is O(N).
* **Space Complexity:** O(N). Two extra arrays are needed, each of size N.